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# CAFÉ

## GET: Get café details by café name and password

URL: <http://host:port/api/cafe/name/password>

Example: <http://host:port/api/cafe/nesso/pass>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| GET | - | - | name and password are not case-sensitive. |

Response:

[

{

"id": 101,

"café\_name": "Café Nesso",

"name": "NESSO",

"password": "PASS",

"latitude": -90,

"longitude": 180,

"created\_at": "2019-03-09T10:52:40.000Z",

"updated\_at": null

}

]

## POST: Add a café

URL: <http://host:port/api/cafe>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| POST | 'Content-Type' = ‘application/json' | JSON | Id and date will be taken care by the database and API respectively. |

{

    "café\_name" : "CCD",

"name" : "CCD",

    "password" : "pass",

    "latitude" : 50,

    "longitude" : -50

}

## PUT: Update a café

URL: <http://host:port/api/cafe/3>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| PUT | 'Content-Type' = ‘application/json' | JSON | * Update date will be taken care by the API. * You may include all 4 properties or any 3 or 2 or just 1 in any order. |

{

    "name" : "CCD",

    "longitude" : -50

}

{

    "password" : "pass",

    "latitude" : 50,

    "longitude" : -50

}

{

    "name" : "CCD",

    "password" : "pass"

}

{

    "name" : "CCD"

}

## GET: Get all cafés

URL: [http://host:port/api/cafe](http://host:port/api/cafe/3)

Get all cafes present in the database. No body or header required.

## GET: Get a café by its id

URL: [http://host:port/api/cafe](http://host:port/api/cafe/3)/101

Get a café present in the database by its id. No body or header required.

## DELETE: Delete a café by its id

URL: [http://host:port/api/cafe](http://host:port/api/cafe/3)/101

Delete a cafe present in the database by its id. No body or header required.

## DELETE: Delete a café by the full café name

URL: <http://host:port/api/cafe?cafeName=chuRch> oF sEcUlar CoFFEE

Delete a cafe present in the database by its full name. The cafeName value is case insensitive. Mind that the ‘cafeName’ should be passed exactly as shown above i.e. in camel-case style. CaféName value must not be enclosed within inverted commas (single or double). However, if the name contains an apostrophe, it must be provided.

# CUP

## POST: Add a cup

URL: <http://host:port/api/cup>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| POST | 'Content-Type' = ‘application/json' | JSON | * Only date will be taken care by the API. * Rest you must supply in the body. |

{

    "id": 102,

    "size": "S",

    "status": "R",

    "batch\_id": 1

}

## PUT: Update a cup

URL: <http://host:port/api/cup/3>

{

    "batch\_id": 1

}

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| PUT | 'Content-Type' = ‘application/json' | JSON | * Update date will be taken care by the API. * You may include all 3 properties or any 2 or just 1 in any order. |

{

    "size": "S",

    "status": "R"

}

{

    "size": "S",

    "status": "R",

    "batch\_id": 1

}

## GET: Total count of cups

URL: <http://host:port/api/cup/count?startDate=2019/06/20&endDate=2019/06/21>

Get total count of cups added between 2 dates (former inclusive and latter exclusive)

Note:

* Dates should be in format YYYY/MM/DD without any single/double quotes
* Both dates are optional. You can choose to provide start date or end date or both or none
* **startDate** and **endDate** should be used exactly in the same Camel-Case style i.e. **D** will be uppercase in date words.
* When both dates are provided, data between those dates is considered (startDate inclusive but endDate exclusive) for counting
* When only startDate is provided, all data from that date (inclusive) until the latest record is considered for counting
* When only endDate is provided, all data until the end date (exclusive) is considered for counting
* When no dates are provided, all data count is returned

## GET: Get all cups

URL: <http://host:port/api/cup>

Get all cups present in the database. No body or header required.

## GET: Get a cup by its id

URL: <http://host:port/api/cup>/101

Get a cup present in the database by its id. No body or header required.

## DELETE: Delete a cup by its id

URL: <http://host:port/api/cup>/101

Delete a cup present in the database by its id. No body or header required.

# SALE

## POST: Add a sale record

URL: <http://host:port/api/sale>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| POST | 'Content-Type' = ‘application/json' | JSON | * Id and scanned\_at will be taken care by the database and API respectively. * Make sure that the cup and café ids already exists in respective tables. |

{

    "cup\_id" : 123,

    "cafe\_id" : 101

}

## PUT: Update a sale record

URL: <http://host:port/api/sale/5>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| PUT | 'Content-Type' = ‘application/json' | JSON | * You may include all three properties or any two or just one in any order. |

{

    "scanned\_at" : "2019-01-31T20:59:59.000+1100"

}

{

    "cup\_id" : 123,

    "cafe\_id" : 101

}

{

    "cup\_id" : 123,

    "cafe\_id" : 101,

    "scanned\_at" : "2019-01-31T20:59:59.000+1100"

}

## POST: Add bulk records from sale cache

URL: <http://host:port/api/sale/cache>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| POST | 'Content-Type' = ‘application/json' | JSON | * Id will be taken care by the database and API respectively. * Make sure that the cup and café ids already exists in respective tables. |

[{

  "cup\_id" : 101,

  "cafe\_id" : 101,

  "scanned\_at" : "2019-03-05T22:22:00.000+1100"

},

{

  "cup\_id" : 102,

  "cafe\_id" : 102,

  "scanned\_at" : "2019-03-05T22:33:00.000+1100"

},

{

  "cup\_id" : 103,

  "cafe\_id" : 103,

  "scanned\_at" : "2019-03-05T22:44:00.000+1100"

}]

## GET: Total count of sales

URL: <http://host:port/api/sale/count?startDate=2019/06/20&endDate=2019/06/21>

Get total count of sales done between 2 dates (former inclusive and latter exclusive)

Note:

* Dates should be in format YYYY/MM/DD without any single/double quotes
* Both dates are optional. You can choose to provide start date or end date or both or none
* **startDate** and **endDate** should be used exactly in the same Camel-Case style i.e. **D** will be uppercase in date words
* When both dates are provided, data between those dates is considered (startDate inclusive but endDate exclusive) for counting
* When only startDate is provided, all data from that date (inclusive) until the latest record is considered for counting
* When only endDate is provided, all data until the end date (exclusive) is considered for counting
* When no dates are provided, all data count is returned

## GET: Sales count per café per day

URL: <http://host:port/api/sale/salepercafeperday>

Get sales count per café per day in the following ways:

1. Get the data for every café for each day using the above link with no parameters and headers.
2. Get the data for one café by specifying ‘Content-Type’ to be ‘application/x-www-form-urlencoded’ and supplying **“name”** parameter as key and café name as value in the body of the request.
3. Get the data for multiple cafés of your choice by specifying ‘Content-Type’ to be ‘application/x-www-form-urlencoded’ and supplying **“name”** parameter as keys and café names as values in the body of the request i.e. to repeat ‘**name**’ key for each café you want.

**For ways 2 and 3 above:**

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| GET | 'Content-Type' = ‘application/x-www-form-urlencoded’ | x-www-form-urlencoded | * Pass key-value pairs where key will be ‘name’ and value will be café name. * Check café names by doing a GET all café first. |

In Postman, it looks like this:

![](data:image/png;base64,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)

Output format:

[

{

"CAFE\_ID": 101,

"NAME": "nesso",

"DATE": "21-03-2019",

"COUNT": 100

},

{

"CAFE\_ID": 101,

"NAME": "nesso",

"DATE": "22-03-2019",

"COUNT": 24

}

]

## GET: Last sale records with café names and ids

URL: <http://host:port/api/sale/last?count=100>

Get last sale records with café names and ids.

Note:

***count*** is a query parameter and should always be specified. It should be greater than zero, otherwise you would receive a 400 Bad Request error (Yes, error handled here! :P). ***count*** cannot begin with capital C.

## GET: Get all sales

URL: <http://host:port/api/sale>

Get all sale records present in the database. No body or header required.

## GET: Get a sale by its id

URL: <http://host:port/api/sale>/101

Get a sale record present in the database by its id. No body or header required.

## DELETE: Delete a sale by its id

URL: <http://host:port/api/sale>/101

Delete a sale record present in the database by its id. No body or header required.

# DISHWASHER

## GET: Get dishwasher details by name and password

URL: <http://host:port/api/dishwasher/name/password>

Example: <http://host:port/api/dishwasher/campus%20centre/wash>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| GET | - | - | name and password are not case-sensitive. |

Response:

[

{

"id": 101,

"name": "Campus Centre",

"password": "wash",

"latitude": -37.911786,

"longitude": 145.132916,

"created\_at": "2019-03-04T19:11:00.000Z",

"updated\_at": null

}

]

## POST: Add a dishwasher

URL: <http://host:port/api/>dishwasher

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| POST | 'Content-Type' = ‘application/json' | JSON | Id and date will be taken care by the database and API respectively. |

{

    "name" : "Campus Centre",

    "password" : "password",

    "latitude" : 50,

    "longitude" : -50

}

## PUT: Update a dishwasher

URL: <http://host:port/api/dishwasher/3>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| PUT | 'Content-Type' = ‘application/json' | JSON | * Update date will be taken care by the API. * You may include all 4 properties or any 3 or 2 or just 1 in any order. |

{

    "name" : "CCD",

    "longitude" : -50

}

{

    "password" : "pass",

    "latitude" : 50,

    "longitude" : -50

}

{

    "name" : "CCD",

    "password" : "pass"

}

{

    "name" : "CCD"

}

## GET: Get all dishwashers

URL: <http://host:port/api/dishwasher>

Get all dishwashers present in the database. No body or header required.

## GET: Get a dishwasher by its id

URL: [http://host:port/api/dishwasher](http://host:port/api/cafe/3)/101

Get a dishwasher present in the database by its id. No body or header required.

## DELETE: Delete a dishwasher by its id

URL: <http://host:port/api/dishwasher>/101

Delete a dishwasher present in the database by its id. No body or header required.

# BIN

## POST: Add a bin

URL: <http://host:port/api/bin>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| POST | 'Content-Type' = ‘application/json' | JSON | Id and date will be taken care by the database and API respectively. |

{

    "latitude" : 11.11,

    "longitude" : 22.22,

    "level" : 6

}

## PUT: Update a bin

URL: <http://host:port/api/bin/1>

{

    "level" : 6

}

{

    "latitude" : 11.11,

    "level" : 6

}

{

    "latitude" : 11.11,

    "longitude" : 22.22,

    "level" : 6

}

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| PUT | 'Content-Type' = ‘application/json' | JSON | * Update date will be taken care by the API. * You may include all three properties or any two or just one in any order. |

## GET: Get all bins

URL: <http://host:port/api/bin>

Get all bins present in the database. No body or header required.

## GET: Get a bin by its id

URL: <http://host:port/api/bin>/101

Get a bins present in the database by its id. No body or header required.

## DELETE: Delete a bin by its id

URL: <http://host:port/api/bin>/101

Delete a bins present in the database by its id. No body or header required.

# RETURN

## POST: Add a return record

URL: <http://host:port/api/return>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| POST | 'Content-Type' = ‘application/json' | JSON | * Id and scanned\_at will be taken care by the database and API respectively. * Make sure that the cup, dishwasher and bin ids already exists in respective tables. |

{

    "cup\_id": 101,

    "bin\_id": 102,

    "dishwasher\_id": 105

}

## PUT: Update a return record

URL: <http://host:port/api/return/5>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| PUT | 'Content-Type' = ‘application/json' | JSON | * You may include all four properties or any three or two or just one in any order. |

{

    "bin\_id": 103,

    "dishwasher\_id": 104,

    "scanned\_at": "2019-01-31T20:59:59.000+1100"

}

{

    "cup\_id": 102,

    "bin\_id": 103,

    "dishwasher\_id": 104,

    "scanned\_at": "2019-01-31T20:59:59.000+1100"

}

{

    "cup\_id": 102

}

{

    "cup\_id": 102,

    "dishwasher\_id": 104

}

## GET: Total count of returns

URL: <http://host:port/api/return/count?startDate=2019/06/20&endDate=2019/06/21>

Get total count of returns done between 2 dates (former inclusive and latter exclusive)

Note:

* Dates should be in format YYYY/MM/DD without any single/double quotes
* Both dates are optional. You can choose to provide start date or end date or both or none
* **startDate** and **endDate** should be used exactly in the same Camel-Case style i.e. **D** will be uppercase in date words
* When both dates are provided, data between those dates is considered (startDate inclusive but endDate exclusive) for counting
* When only startDate is provided, all data from that date (inclusive) until the latest record is considered for counting
* When only endDate is provided, all data until the end date (exclusive) is considered for counting
* When no dates are provided, all data count is returned

## POST: Add bulk records from return cache

URL: <http://host:port/api/return/cache>

|  |  |  |  |
| --- | --- | --- | --- |
| METHOD | HEADERS | BODY | COMMENTS |
| POST | 'Content-Type' = ‘application/json' | JSON | * Id will be taken care by the database and API respectively. * Make sure that the cup, bin and dishwasher ids already exists in respective tables. |

[

{

"cup\_id": 101,

"bin\_id": 101,

"dishwasher\_id": 101,

"scanned\_at": "2019-03-09T14:27:53.000+1100"

},

{

"cup\_id": 102,

"bin\_id": 101,

"dishwasher\_id": 101,

"scanned\_at": "2019-03-10T01:42:00.000+1100"

},

{

"cup\_id": 103,

"bin\_id": 101,

"dishwasher\_id": 101,

"scanned\_at": "2019-03-10T01:43:00.000+1100"

}

]

## GET: Last return records with café names and ids

URL: <http://host:port/api/return/last?count=100>

Get last return records with café names and ids.

Note:

***count*** is a query parameter and should always be specified. It should be greater than zero, otherwise you would receive a 400 Bad Request error (Yes, error handled here! :P). ***count*** cannot begin with capital C.

## GET: Get all returns

URL: <http://host:port/api/return>

Get all return records present in the database. No body or header required.

## GET: Get a return by its id

URL: <http://host:port/api/return>/101

Get a return record present in the database by its id. No body or header required.

## DELETE: Delete a return by its id

URL: <http://host:port/api/return>/101

Delete a return record present in the database by its id. No body or header required.

# RETURN RATE

## GET: Get weekly return rate

URL: <http://host:port/api/returnrate>

Get weekly return rate for the whole system in the following format:

[

{

"YEAR": 2019,

"WEEK": 12,

"SALE\_TOTAL": 3,

"RETURN\_TOTAL": 1,

"RATE": 33.3333

},

{

"YEAR": 2019,

"WEEK": 15,

"SALE\_TOTAL": 1,

"RETURN\_TOTAL": null,

"RATE": null

}

]

# ANALYSIS

## GET: Get number of cups by times used

URL: <http://host:port/api/analysis/numberofcupsbytimesused>

Get data on cups usage as how many cups used how many times:

Sample output:

[

    {

       "times\_used":3,

       "number\_of\_cups":233

    },

    {

       "times\_used":2,

       "number\_of\_cups":211

    },

    {

       "times\_used":1,

       "number\_of\_cups":193

    }

 ]